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Abstract

With current database technology trends, there is an increasing need to specify and handle complex schema changes. The existing support for schema evolution in current OODB systems is limited to a pre-defined taxonomy of schema evolution operations with fixed semantics. Given the variety of types, complexity, and semantics of transformations, it is sheer impossible to a-priori provide a complete set of all complex changes that are going to meet all user's needs. This paper is the first effort to successfully address this open problem by providing an extensible framework for schema transformations. Our proposed SERF framework succeeds in giving the user the flexibility to define the semantics of their choice, the extensibility of defining new complex transformations, and the power of re-using these transformations through the notion of templates. To verify the feasibility of our SERF approach we have implemented one realization of our concepts in a working prototype system, called OQL-SERF, based on OQL, ODMG MetaData and Java's binding of ODL. We have also conducted a thorough case study demonstrating that our SERF approach can handle all the schema evolution operations we identified from the literature to validate the completeness of our approach.
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1 Introduction

With current database technology, object-oriented database systems (OODBs) can support very complex object models like the ODMG object model [Cearf]. These complex object models have paved the road for modelling complex and dynamic applications which by their very nature have frequent schematic changes and upgrades.

The existing support for schema evolution provided by current OODBs [BKKS87, Tec94, BMO89, Lac93, Obi93] is limited to a pre-defined taxonomy of simple fixed-semantic schema evolution operations. However, such simple changes, typically to individual types only, are not sufficient for many advanced applications [Bre96]. More radical changes of the schema, such as combining two types or redefining the relationship between two types, are either very difficult or even impossible to achieve with the current commercial database technology [KGBW90, Tec94, BMO89, Lac93, Obi93]. In fact, most OODBs would typically require the user to write ad-hoc programs to accomplish such transformations.

In the last two years, research has begun to look into this issue of complex changes [Bre96, Lei96]. However, this new work is again limited by providing a fixed set of some selected (even if now more complex) operations.

The provision of any fixed set, may it be simple or complex, is not satisfactory, as it would be very difficult for any one user or system to pre-define all possible semantics and all possible transformations that could ever exist. In fact, it would be sheer impossible to predict all possible transformations a user may desire. This problem exists for simple transformations but becomes even more pronounced for complex transformations. For example, consider the merging of two source classes into one single merge class. Different semantics like union, intersection and difference, can be possible for deciding what properties should be assigned to the merge class. Once, through some mechanism, we have collected this appropriate list of properties, we can then use schema evolution primitives to create the class and add properties to it. There can now be many different semantics for populating the merge class, like a value-based join or some pair of properties, an Old-based join, etc. Similarly, choices exist for the fate of the source classes and the placement of the merge class in the class hierarchy. It can be seen that the more complex the transformation, the more difficult it becomes to finitely predict all possible semantics.

To address this limitation of current schema evolution technology, we propose the SERF framework which allows users to perform a wide range of complex user-defined schema transformations flexibly, easily and correctly. To the best of our knowledge, our work is the very first to address this problem by proposing an extensible schema evolution framework. Our approach is based on the hypothesis that complex schema evolution transformations can be broken down into a sequence of basic evolution primitives, where each basic
primitive is an invariant-preserving atomic operation with fixed semantics. In order to effectively combine these primitives and to be able to perform arbitrary transformations on objects within a complex schema operation, we recognize the need of a language that allows such expressibility. Unlike previous research which resorted to the use of a programming language [TeC94, KGBW90] for this purpose, we now propose the use of a standard query language like OQL [Cen97]. OQL has been designed as a declarative language which is powerful yet simple to use and understand. It is a superset of the standard SQL and as such is powerful enough to specify queries that move objects from any one or more types to any different type. And, although OQL has no separate data manipulation support, it is able to invoke operations native to object types such as the schema evolution primitives for schema-type modifications and the standard get() and set() methods for object manipulations.

In our SERF framework, we go one step further by introducing the new concept of a template which makes our transformations generic and thus applicable to any schema, re-usable for building new transformations, and collectable in a template library as resource.

In summary, our proposed framework gives the user:

- The flexibility to define the transformation semantics of their choice.
- The extensibility of defining new complex transformations meeting specific requirements.
- The generalization of these transformations through the notion of templates.
- The re-usability of a template from within another template.
- The ease of template specification by programmers and non-programmers alike.
- The soundness of the transformations in terms of assuring schema consistency.
- The portability of these transformations across OODBs as libraries.

We have developed a prototype to test the viability and feasibility of our approach. For the implementation of our prototype, referred to as OQL-SERF, we have chosen to use the ODMG standard as our foundation to assure the wide applicability of our results [CJR98a]. Thus our object model is the ODMG object model and OQL is our transformation language. We use ODI's persistent storage engine (PSE 1) as our persistent system for our OQL-SERF system. We have extended the core functionality provided by PSE by building several tools on top of PSE as needed by SERF, such as an ODMG-compliant Schema Repository, a dynamic Schema Evolution Manager and an OQL Engine [Cen97].

The rest of the paper is organized as follows. Section 2 talks about related research. Section 3 details our framework and Section 4 shows how the consistency of a schema is preserved by a template. In Section 5 we present an implementation of our framework. We conclude in Section 6.

2 Related Work

Schema evolution is a problem that is faced by long-lived data. The goal of schema evolution research is to allow schema evolution mechanisms to change not only the schema but also the underlying objects to have them conform to the modified schema. One key issue in schema evolution is understanding the different ways of changing a schema. The first taxonomy of primitive schema evolution operations was defined by Baasen et al. [BKKS87]. They defined consistency and correctness of these primitives in the context of the Orion system. Until now, current commercial OODBs such as Infor [Inc93], GenStone [BMO+90], ObjectStore [ObJ93], and O2 [TeC94] all essentially handle a set of evolution primitives similar to Orion's.

In recent years, the advent of more advanced applications has led to the need for support of complex schema evolution operations. [Bre96, LeC96, Cia92] have investigated the issue of more complex operations. [LeC96] has introduced compound type changes in a software environment, i.e., focusing on the type and not on the object instance changes. She provides compound type changes like Inl ine, Enapsulation, Merge, Move, Duplicate, Reverse Link and Link Addition.

[Bre96] proposed a similar list of complex evolution operations for O2, i.e., now considering both schema as well as object changes. [Bre96] claims that these advanced primitives can be formulated by composing the basic primitives that are provided by the O2 system. He shows the consistency of these advanced primitives. Like other previous work, the paper however still provides a fixed taxonomy of primitives to the users, instead of giving them the flexibility, extensibility and customizability as offered by our approach. Also for object changes, the user is limited to using the object migration functions written in the programming language of O2.

In summary, all previous research in this area tends to provide the users with a fixed set of schema evolution operations [FMM+96, BKKS87]. No provision is made for the situation where this does not meet the user's specific needs. How to add extensibility to schema evolution is now the focus of our effort.

Peters and Otsu [PoO5] have introduced a sound and complete axiomatic model that can be used to formalize and compare schema evolution modules of OODBs. This is the first effort in developing a formal basis for schema evolution research, and it may in the future be a foundation based on which to further formalize the concepts introduced in our current paper.

Further research has studied the issue of when and how to modify the database objects to address such concerns as efficiency, availability, and impact on existing code. Research on this issue has focused on providing mechanisms to make data and the system itself more available during the schema evolution process, in particular deferred and immediate propagation strategies [FMZ94b, FMZ94a]. In principle, either of these propagation strategies could be implemented for our framework.

Another important issue focuses on providing support for existing applications that depend on the old schema, when other applications change the shared schema according to their own requirements. Research to address this issue has followed along two possible directions, namely, views [RLR98, RR97, Ber92] and versions [SZ86, Lau97]. Some of this on-going research may need to be re-examined in order to handle the complex notion of transformations as introduced by our templates.
3 The SERF Framework

In this section we present the fundamental principles of our proposed transformation framework. In particular, we will demonstrate how our proposed framework succeeds in giving the user the flexibility to define the semantics of their choice, the extensibility of defining new complex transformations, and the re-usability of these transformations through the notion of templates.

3.1 Features of the Framework

Our proposed framework aims at addressing the limitations of current OODB technology that restrict schema evolution to a predefined set of operations with fixed semantics. In particular, our goal is to instead support arbitrary user-customized and possibly very complex schema evolution operations. Similar to [Be98], our first step in this direction is to allow users to build other schema transformations with different semantics using the set of schema evolution primitives provided by the underlying OODB system.

However, a pure composition of schema evolution primitives is not powerful enough to express a sufficiently large class of transformations. Hence we need to employ some language as "glue logic" and to achieve the value-based transformations of objects across types. In current OODB systems, users have to resort to writing ad-hoc code using a programming language to achieve such transformations. This has the drawback of being both programming language and system dependent and also of not having any guarantee of schema consistency.

In our framework, we therefore advocate the use of a declarative query language like OQL [Cla87] as ideally suited to meet the needs of our transformation language. The query language must have an interface for invoking the schema evolution primitives, as those provide the basic mechanism to syntactically change the type structure. The query language must also have the expressive power for realizing any arbitrary object manipulations to transform objects from one object type to any other object type. In [CJR98], we have shown that this approach also guarantees consistency for all schema transformations.

In our framework, these arbitrarily complex transformations can be encapsulated and generalized by assigning a name and a set of parameters to them. From here on these are called transformation templates or templates for short. By parameterizing the variables involved in a transformation such as the input and the output classes and their properties, a transformation becomes a generalized reusable module applicable to any application schema. By assigning a name to such a template, it can also now be reused from within other transformations. This leads us to the idea of collecting these templates in a template library and thus guaranteeing the availability of these templates to any user at any time, just as the fixed set of schema evolution operations are available to the users in any regular schema evolution system.

In summary, a schema transformation in our framework lets the user combine an object transformation with a standard set of schema evolution primitives to produce arbitrarily complex transformations. Moreover, these transformations are generalized and stored in a standard library for later re-use. Transformations in this general form are called templates in the framework and the library, the template library.

3.2 System Architecture

Figure 1 gives the general architecture of our proposed framework. As we will explain further, the components listed on the top half of the figure make up the framework and thus are to be provided by any implementation realizing our framework. The components listed below the line represent system components that we expect any underlying OODB system to provide.

![SERF Framework Diagram]

Figure 1: Architecture of the SERF Framework

Figure 1 also shows the flow of the composition of a template. In general, a template \(^2\) uses a query language to query over the schema repository, i.e., the metadata \(^3\), and the application objects. The template also uses the query language to invoke the schema evolution primitives for modifying the schema types, and system-defined functions for updating the object instances. Although any query language could be used for this, from here on we will talk about OQL as our query language, since it is part of the ODMG standard and is perfectly suited for our needs as we will show below.

3.3 System Requirements

For our framework, we assume that the underlying OODB system provides us the following components:

- **Schema repository.** For a transformation (as shown in Figure 3) to be generalizable to a template (as shown in Figure 4) we need to be able to query and access the metadata in some manner. For example, to merge two source classes into a single merge class by doing a union of the properties of the source classes, we need to get the properties of the source classes and add them.

\(^2\) Although we distinguish between a transformation and a template, unless explicitly stated we use the term template to refer to both.

\(^3\) More details on the schema repository are presented in Section.
to the merge class. In general to be able to get this information in a template, our framework requires access to the metadata. Most OODB systems indeed do allow access to the meta data, i.e., the data dictionary, and in most cases this is via some high-level declarative interface like a query language instead of just a procedural low-level API.

- **Taxonomy of schema evolution primitives.** The OODB needs to provide a set of schema evolution primitives that is complete and consistent [BKKK87]. Most OODB systems provide a taxonomy of schema evolution primitives and have invariants defined for preserving the consistency of the schema graph. The set of schema evolution primitives used is dependent on the underlying object model [BKKK87, Te94].

- **Query language.** A transformation is a sequence of statements that gather metadata information, execute schema evolution primitives and invoke system-defined methods for object manipulations. There is therefore a need for a uniform language to access, query and modify both the metadata information and the application objects. For the SERF framework, we propose the use of a declarative language, namely the query language of the OODB system itself, to accomplish this task, thus requiring the query language to have the expressibility power to do all of the above. In particular, for the SERF Framework we require the query language to provide:
  - simple-to-use access to the OODB system,
  - constructs to invoke the schema evolution primitives,
  - support for creating, deleting and modifying objects either through some built-in features as in SQL or through the invocation of system-defined update methods, and
  - support for universal and existential quantification.

### 3.4 Schema Transformations

A schema transformation combines a query language with a standard set of schema evolution primitives to produce other more complex transformations. It can be used to express different semantics for primitives as well as to create new schema evolution operations.

For example, Figure 3 illustrates the transformation for infilling. *Infilling* is defined as the replacement of a referenced type with its type definition [Te94]. For example in Figure 2 the *Address* type is infilled into the *Person* class, where all the attributes defined for the *Address* type (the referenced type) are now added to the *Person* type resulting in a more complex *Person* class.

We claim that in general a transformation accomplishes this using the following four key steps:

1. **Step A: Query the MetaData.** To make a transformation general and re-usable for any possible schema in the form of a transformation template, it is necessary that a user be able to query the metadata using a query language. This information can then be used to make decisions about changes to the schema. In Figure 3 this step denoted by Step A which retrieves all the objects from the metadata that models the properties of the *Address* object.

2. **Step B: Change the Schema.** We require that all structural changes, i.e., changes to the schema, are exclusively made through the schema evolution primitives. This helps us in guaranteeing the schema consistency after the application of a transformation [CJR96a]. The information gathered in Step A can provide the metadata to be changed as well as provide information needed for determining how to change the metadata, both serving as input to these SE primitives. For example, Step B in Figure 3 shows the addition of extra attributes through the *addAttribute* primitive to the *Person* class.

3. **Step C: Query the Objects.** As a preliminary to performing object transformations, we need to obtain the handle for objects involved in the transformation process. This may be objects from which we copy object values (e.g., *Address* objects in Step C), or objects that get modified themselves (e.g., *Person* objects in Step D).

4. **Step D: Create the New Class.**

---

4By complete we mean a complete set of schema evolution primitives as defined by Banerjee et al. [BKKK87] in terms of achieving all possible basic types of schema graph manipulations.
• Step D: Change the Objects. The next step to any schema transformation logically is the transformation of the objects to conform to the new schema. Through Step C, we already have a handle to the affected object set. Step D in Figure 3 shows how a query language like OQL and system-defined update methods, like object(...), can be used to perform object transformations.

In general, a transformation in our SERF framework uses a query language to query over the schema repository, i.e., the metadata and the application objects, as in Steps A and C. The transformation also uses the query language to invoke the schema evolution primitives for schema structure changes and the system-defined functions for updating the objects, as in Steps B and D.

In this example, we simply want to add attribute values to the existing objects. In some transformations, existing objects might need to be deleted or new objects might be created. OQL allows for the creation of new objects through a constructor-like statement. Deletion of objects has to be done by some system-defined methods.

3.5 Transformation Templates

In Figure 3 in the previous section, we have shown how a schema transformation can be written for inlining the Address class into the Person class using OQL, schema primitives, and system-defined object manipulating methods. It can be observed that this is a useful transformation that should be generalized so that it can now be applied to inline any Class A into any Class B. We achieve this by parameterizing the transformation and refer to this generalized schema transformation as a template in our framework.

```
begin template inline (className, refAttrName) |
  refClass = element {
    select a attrType
    from MetaAttribute s
    where s attrName = refAttrName
    and s className = className;
  }
  define localAttr(cName) as
    select c localAttrList
    from MetaClass c
    where c metaclassName = className;
  // get all attributes in refAttrName and add to className
  for all attrs in localAttr(refClass)
    add_atomic_attribute (className, attrs attrName, attrType, attrValue);

  // get all the extent
  define extents(cName) as
    select c extents c;
  // set: className.Attr = className.refAttrName.Attr
  for all obj in extents(className)
    for all Attr in localAttr(refClass)
      valOf(obj, Attr) = valueOf(obj, refAttrName.

  delete_attribute (className, refAttrName);

end template
```

Figure 4: Generalized Inline Template based on the Inline Transformation

Figure 4 shows the inline transformation in the form of a template. A template is a named, parameterized and atomic schema transformation. The inline template takes two parameters className and refAttrName. The className is the referring class and the refAttrName refers to the class that is to be inlined. These variables are now used instead of the Person class and the address attribute. The template can now be instantiated by binding the formal parameters to the actual parameters Person and address. This instantiation of the template inline (Person, address) would result in the transformation shown in Figure 2.

A SERF template is thus a named sequence of OQL statements extended with parameterization that can be translated down to pure OQL statements during the process of instantiation.

The BNF for a SERF template is as follows:

```
template ::= begin - template templateName |
  templateStatements |
  end - template;

templateStatements ::= templateStatement |
  templateStatements

templateStatement ::= defineQuery | query
  defineQuery ::= define identifier as query
  query ::= query
  restrictedQuery ::= query(function*) |
  function ::= system function(basicQuery*) |
  parameter ::= string literal parameter |
  string literal basicQuery ::= nil | true | false | literal
```

During the instantiation process the SERF template specification is translated to pure OQL statements. The SERF template BNF restricts the query language to only invoke a limited set of operations and functions. This set of operations includes the schema evolution primitives and some system-defined operations for setting the values of objects. While this may limit the ability of users to employ some powerful foreign functions, it is essential for assuring the well-foundedness of our template framework. In particular, it assures some level of portability of our templates if method calls are restricted to a standard generic set of object methods, such as, set Value or simply set.

Secondly, this also implies that no method other than a schema evolution primitive can change the structure of the application schema. This allows us to perform the consistency and bind checks both before and after the instantiation of the template. Figure 5 shows the steps for the execution of a template. When a template is created, the user can assign a name to it and also specify its parameters. A syntax check is performed for both the OQL queries and the system function in the template. At the time of instantiation of the template, the user needs to provide the bindings for the parameters. A second syntax check at this point

---

6 In the BNF restrictedQuery denotes the OQL query limited to invoking only object updates and the schema evolution primitives.

7 A given realization of our framework could relax this restriction by carefully permitting the use of some foreign functions within the constraints of the well-foundedness of our framework.
validates the bindings and the template is then executed.

![Figure 5: Steps for the Execution of a Template](image)

In summary, the templates provide users not only with the advantages achieved by our schema transformations, i.e., a user can specify their own semantics for transformations, but also allows reusability of these schema transformations by parameterizing them. This thus makes the templates reusable and applicable to any application schema. Moreover, our SERF template BNF allows us to guarantee the consistency of the schema after the application of our schema transformations (For more details see [CJ98]).

Further we propose the development of a library of such templates. We can envision that a template library could become an important resource in the schema evolution community much like the standard libraries in the programming environment.

4 ODMG Standard for SERF

In this section we give a brief description of the ODMG Standard and show how the ODMG Standard meets the system requirements as listed in Section 3.3.

4.1 ODMG Standard

The ODMG standard is based on the continuing work for OODB systems undertaken by the members of the Object Database Management Group (ODMG). The major components of the ODMG standard as applied to the SERF framework are described in the subsequent sections.

4.1.1 ODMG Object Model

The ODMG Object Model is based on the OMG Object Model for object request brokers, object databases and object programming languages [C97, C98]. For the purpose of the SERF framework we limit our description of the ODMG Object Model to the Java's binding of the object model.

Types, Objects and Literals. The basic modeling primitives for an ODMG compliant database are objects and literals or immutable objects which are categorized by their types implying that there are object types and literal types. Each object has a unique object identifier which persists through the lifetime of the object and serves as a means of reference for other objects. Literals, on the other hand, do not have object identifiers and a change to a literal results in a new literal. An object can optionally also have one or more user-assigned name(s) and this is termed as persistence by reachability.

Inheritance. Although ODMG defines multiple inheritance, Java's binding of ODMG Model supports only single inheritance. A subclass, therefore, inherits the range of states and behavior from its superclass. Moreover, an object can be considered as an instance of its class as well as its superclass.

Extent of Types Although Java's binding of the ODMG model does not as yet support the notion of extents, we have found it to be a necessary extension to the binding.

ODMG Schema A schema is composed of a set of object and literal type definitions, a class hierarchy and a set of named objects.

4.1.2 ODMG Schema Repository

MetaDatabase is descriptive information that defines the schema of a database. It is used by the OODB system at initialization time to define the structure of the database and at run-time to guide its access to the database. MetaDatabase is stored in a Schema Repository, which is also accessible to tools and applications using the same operations that apply to user-defined types, like OQL. ODMG defines a Schema Repository which is stored in the form of meta-objects interconnected by relationships that define the schema graph.

4.1.3 ODMG's Object Query Language - OQL

As part of its standard, ODMG has defined an object query language OQL which supports the ODMG data model. OQL is similar in format and features to SQL but allows extensions for some object-oriented notions like complex objects, object identity, path expressions, polymorphism, operation invocation and late binding. In this section we describe a small subset of the language that is used for the examples in the paper. For a complete description of OQL the reader is referred to [C97].

Selection. As a stand-alone query language, OQL supports the querying over any kind of object (i.e., individual object instances, collections and even the metadata in the schema repository) starting from their names which act as entry points to the database. OQL supports querying with and without object identifiers.

Creation. OQL supports the creation of objects both with and without identity.

Path Expressions. ODMG as mentioned in Section 4.1.1 supports the naming of objects and also the reachability of other objects through this named object (i.e., persistence by reachability).
4.2 Why ODMG?

The analysis of the requirements for the underlying OODB system revealed the ODMG standard to be a perfect fit for the SERF Framework.

Object Model. The ODMG object model encompasses the most commonly used object models and standardizes the features into its own object model, thus increasing the portability and applicability of our prototype.

Schema Evolution Primitives. Moreover, the most commonly found taxonomy of schema evolution primitives (as found in commercial databases [Teer94, Teer92, BMOS89, Obj93, BKKK87, Ia93]) are directly applicable to the ODMG object model.

Schema Repository. ODMG also defines metadata and MetaObject Protocols in the shape of the ODL Schema Repository and explicitly states that this Repository should be accessible to tools and applications using the same operations that apply to the user-defined types [Ced97].

Query Language. ODMG also defines a query language, OQL, as part of its standard that is a superset of SQL-92 in terms of its querying capabilities. In addition OQL provides programming-language-like constructs such as for loop, iterators etc.

And, although OQL does not have any built in features for updating objects, it has the capability to invoke system-defined functions. This implies that it can update objects through system-defined set methods and also it can invoke schema evolution primitives. OQL thus meets all the requirements of a query language as set forth by the SERF framework.

We have done an extensive case study of the different types of schema evolution operations found in literature and have found OQL to be sufficient in expressing all of the transformations [Jin98].

5 Conclusions

Summary. In this paper we have presented an extensible schema evolution framework for OODBs to address the limitations of a fixed set of schema evolution operations. We offer re-use of these transformations through the key concept of this framework that is a template. The transformation templates are written using a query language, like OQL, and use the schema evolution primitives and the metadata provided by the underlying system. They are a generic, named and parameterized module. We believe the notion of transformation templates is a very powerful idea and to our knowledge this is the first time it has been introduced in the schema evolution domain. Users of any specific OODB will no longer be limited to the schema evolution primitives that are offered by the OODB. Instead, a user will be able to shop around for the best schema evolution template library for their own use.

Implementation Status. We are in the process of developing a prototype of the SERF Framework - OQL-SERF. OQL-SERF is built using Object Design Inc.'s Persistent Storage Engine Pro 2.0 (PSE Pro 2.0) as the underlying OODB system. It is based on the ODMG standard and is written in 100% Pure Java. In particular, we have used an extension of Java's binding of the ODMG object model and we have built our own binding of the ODMG Schema Repository using Java [CJR98a]. We have built a Schema Repository consistent with the ODMG specification, and a Schema Evolution facility for PSE Pro 2.0. We are currently in process of developing a fully operational OQL Engine for PSE Pro 2.0. The Framework modules, i.e., the Template Module and the User Interface are under development as well. For more implementation details refer [CJR98a]. We hope to have a functional OQL-SERF by the end of the year.

Contributions. In summary, the main contributions of this work are:

- Identification of problem - we have identified the limitation of the current OODBs in terms of schema evolution support.
- Solution - as a solution we have presented the novel idea of templates. The concept of templates exists in the programming language domain. To the best of our knowledge we are the first to introduce and adapt this in the context of schema evolution.
- Consistency - in addition we have shown that templates can preserve the structural consistency of the schema, if the underlying schema evolution primitives are invariant preserving [CJR98a].
- Implementation - we have partially implemented a prototype to show the feasibility of our approach and in the process have come up with our own minimal and complete taxonomy of schema evolution primitives [CJR98a].
- Evaluation - we have verified that our proposed notion of transformation templates is powerful by a thorough case study. Due to space restrictions, this case study is not included here but can be found in [Jin98].

We are in the process of developing our prototype. In the future, we plan to develop tools that assist with the maintenance, search and consistency checking of templates.
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