Over the past 50 years the compiler’s role in a software system has changed dramatically. From an engineering point of view, this means that the requirements on a compiler have changed and it’s sometimes hard to recognize a compiler anymore. We’ll discuss the relationship between a compiler, a runtime, a development environment, and an operating system. We’ll talk about how the traditional front-end/back-end split in a compiler can be exploited, and how this allows us to create a number of variations on the traditional compiler that are tailored for different purposes. We’ll talk about how different views on the purpose of a high-level programming language result in different language designs and compilation strategies. And we’ll see that there are compilers hidden in some unusual places these days.
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